**PRACTICAL NO.01**

**A)To Implement 1-D Array.**

**Method-1 : Direct Method**

**Code:-**

import numpy as np

array\_1d = np.array([10, 20, 30, 40, 50])

print("1-D Array:")

print(array\_1d)

print("\nFirst element:", array\_1d[0])

print("Last element:", array\_1d[-1])

array\_1d[2] = 100

print("\nModified Array:")

print(array\_1d)

print("\nElements in the array:")

for element in array\_1d:

print(element)

**Output:-**
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**B)To Implement 2-D Array.**

**Code:-**

import numpy as np

array\_2d=np.array([[1,2,3],

[4,5,6],

[7,8,9]])

print("2-D Array:")

print(array\_2d)

print("\nElement at (1,2):", array\_2d[1,2])

print("First row:",array\_2d[0])

array\_2d[0,1]=99

print("\nModified Array:")

print(array\_2d)

print("\nElements in the 2-D array:")

for row in array\_2d:

for elements in row:

print(elements,end='')

print()

**Output:-**
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**PRACTICAL NO.02**

**Aim:-Create a list-based stacks and performs stack operations.**

**Code:-**

class Stack:

def \_\_init\_\_(self):

self.items = []

def is\_empty(self):

return len(self.items) == 0

def push(self, item):

self.items.append(item)

def pop(self):

if self.is\_empty():

raise IndexError("pop from empty stack")

return self.items.pop()

def peek(self):

if self.is\_empty():

raise IndexError("peek from empty stack")

return self.items[-1]

def size(self):

return len(self.items)

def display(self):

print("Stack:", self.items)

if \_\_name\_\_ == "\_\_main\_\_":

stack = Stack()

stack.push(10)

stack.push(20)

stack.push(30)

stack.display()

print("Top item:", stack.peek())

print("Popped item:", stack.pop())

stack.display()

print("Is stack empty?", stack.is\_empty())

print("Stack size:", stack.size())

stack.pop()

stack.pop()

print("Is stack empty?", stack.is\_empty())

**Output:-**

![](data:image/png;base64,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)

**PRACTICAL NO.03**

**Aim: Implement linear and binary search algorithms on a list.**

**Code:-**

def linear\_search(arr, target):

for index, element in enumerate(arr):

if element == target:

return index

return -1

def binary\_search(arr, target):

beg = 0

end = len(arr) - 1

while beg <= end:

mid = (beg + end) //2

mid\_val = arr[mid]

if mid\_val == target:

return mid

elif target < mid\_val:

end = mid-1

else:

beg = mid+1

return -1

if \_\_name\_\_ == "\_\_main\_\_":

nums = list(map(int, input("Enter numbers separated by spaces: ").split()))

target1 = int(input("Enter the number to search for: "))

linear\_result = linear\_search(nums, target1)

if linear\_result != -1:

print(f"Linear Search: Found {target1} at index {linear\_result} in the original list.")

else:

print(f"Linear Search:{target1} not found.")

sorted\_nums = sorted(nums)

binary\_result = binary\_search(sorted\_nums, target1)

if binary\_result != -1:

print(f"Binary Search: Found {target1} at index {binary\_result} in sorted list {sorted\_nums}.")

else:

print(f"Binary Search: {target1} not found in sorted list {sorted\_nums}.")

**Output:-**
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**PRACTICAL NO.04**

**Aim:-**

**A)To Implement Bubble Sort array**

**Code:-**

def bubble\_sort(arr):

n = len(arr)

for i in range(n):

for j in range(0, n - i - 1):

if arr[j] > arr[j + 1]:

arr[j], arr[j + 1] = arr[j + 1], arr[j]

return arr

if \_\_name\_\_ == "\_\_main\_\_":

user\_input = input("Enter a list of numbers {separated by spaces}: ")

arr= list(map(int, user\_input.split()))

print("Before sorting: ", arr)

arr = bubble\_sort(arr)

print("After sorting: ", arr)

Output:-
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**B)To Implement Selection sort array**

**Code:-**

def selection\_sort(arr):

n=len(arr)

for i in range(n-1):

min\_index=i

for j in range(i+1,n):

if arr[j]<arr[min\_index]:

min\_index=j

arr[i], arr[min\_index]=arr[min\_index],arr[i]

return arr

if \_\_name\_\_=="\_\_main\_\_":

user\_input=input("Enter a list of numbers (separated by spaces):")

arr=list(map(int, user\_input.split()))

print("Before sorting:",arr)

arr=selection\_sort(arr)

print("After sorting:",arr)

**Output:-**
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**C)To Implement insertion sort array**

**Code:-**

def insertion\_sort(arr):

for i in range(1, len(arr)):

key=arr[i]

j=i-1

while j>=0 and key<arr[j]:

arr[j+1]=arr[j]

j-=1

arr[j+1]=key

return arr

if \_\_name\_\_=="\_\_main\_\_":

user\_input=input("Enter a list of numbers(separated by spaces):")

arr=list(map(int,user\_input.split()))

print("Before sorting:",arr)

arr=insertion\_sort(arr)

print("After sorting:",arr)

**Output:-**
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**PRACTICAL NO.05**

**Aim:-Implement algorithm to find Nth Max/Min element in a list**

**Code:-**

import random

def partition\_min(nums, left, right, pivot\_index):

pivot\_value=nums[pivot\_index]

nums[pivot\_index], nums[right] = nums[right], nums[pivot\_index]

store\_index = left

for i in range(left, right):

if nums[i] < pivot\_value:

nums[store\_index], nums[i]=nums[i], nums[store\_index]

store\_index+=1

nums[right], nums[store\_index] = nums[store\_index], nums[right]

return store\_index

def partition\_max(nums, left, right, pivot\_index):

pivot\_value=nums[pivot\_index]

nums[pivot\_index], nums[right]=nums[right], nums[pivot\_index]

store\_index=left

for i in range(left, right):

if nums[i] > pivot\_value:

nums[store\_index], nums[i]=nums[i], nums[store\_index]

store\_index+=1

nums[right], nums[store\_index]= nums[store\_index], nums[right]

return store\_index

def quickselect(nums, left, right, n, order):

if left==right:

return nums[left]

pivot\_index=random.randint(left, right)

if order=='min':

pivot\_index=partition\_min(nums, left, right, pivot\_index)

else:

pivot\_index=partition\_max(nums, left, right, pivot\_index)

if n==pivot\_index:

return nums[n]

elif n <pivot\_index:

return quickselect(nums, left, pivot\_index-1, n, order)

else:

return quickselect(nums, pivot\_index + 1, right, n, order)

def nth\_element(nums, n, order='min'):

if n>len(nums):

return None

order\_type='min' if order == 'min' else 'max'

return quickselect(nums, 0, len(nums) - 1, n-1, order\_type)

if \_\_name\_\_=="\_\_main\_\_":

user\_input = input("Enter a list of numbers (separated by spaces): ")

nums=list(map(int, user\_input.split()))

n=int(input("Enter the value of N (for Nth min/max):"))

nth\_min = nth\_element(nums, n, order='min')

print(f" {n}th Minimum: {nth\_min}")

nth\_max = nth\_element(nums, n, order='max')

print(f" {n}th Maximum: {nth\_max}")

**Output:-**

![](data:image/png;base64,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)

**PRACTICAL NO.06**

**Aim:-**

**A) Implement Naïve String algorithm/ Brute Force algorithm to find a pattern in a given string.**

**Code:-**

def naive\_string\_match(text, pattern):

text\_len=len(text)

pattern\_len=len(pattern)

for i in range(text\_len-pattern\_len+1):

if text[i:i+pattern\_len]==pattern:

print(f"pattern found at index {i}")

if \_\_name\_\_=="\_\_main\_\_":

text="ababcabcabababd"

pattern="abab"

naive\_string\_match(text,pattern)

**Output:-**
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**B) Implement KMP algorithm to find a pattern in a given string.**

**Code:-**

def compute\_lps(pattern):

lps=[0]\*len(pattern)

length=0

i=1

while i<len(pattern):

if pattern[i]==pattern[length]:

length+=1

lps[i]=length

i+=1

else:

if length !=0:

length=lps[length-1]

else:

lps[i]=0

i+=1

return lps

def kmp\_string\_match(text, pattern):

lps=compute\_lps(pattern)

i=j=0

while i<len(text):

if pattern[j]==text[i]:

i+=1

j+=1

if j==len(pattern):

print(f"pattern found at index {i-j}")

j=lps[j-1]

elif i<len(text) and pattern[j] !=text[i]:

if j !=0:

j=lps[j-1]

else:

i+=1

if \_\_name\_\_=="\_\_main\_\_":

print("Author: Rajesh Yadav")

text="ababcabcabababd"

pattern="abab"

kmp\_string\_match(text,pattern)

**Output:-**
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**PRACTICAL NO.07**

**Aim:-**

**A)Implement factorial using recursion**

**Code:-**

def factorial(n):

if n==0 or n==1:

return 1

return n\*factorial(n-1)

if \_\_name\_\_=="\_\_main\_\_":

print("Author: Rajesh Yadav")

n=int(input("Enter the value of n to find the factorial of number:"))

print(f"The factorial of {n} is: {factorial(n)}")

**Output:-**
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**B) Implement fibonicci series using recursion**

**Code:-**

def fibonacci(n):

if n==0:

return 0

elif n==1:

return 1

return fibonacci(n-1)+fibonacci(n-2)

if \_\_name\_\_=="\_\_main\_\_":

print("Author: Rajesh Yadav")

n=int(input("Enter the value of n to find the fibonacci of number:"))

print(f"The {n}th Fibonacci number is: {fibonacci(n)}")

**Output:-**
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**PRACTICAL NO.08**

**Aim:- File merging using the Greedy Algorithm.**

**Code:-**

def merge\_files(file\_sizes):

total\_cost=0

while len(file\_sizes)>1:

file\_sizes.sort()

first\_smallest=file\_sizes.pop(0)

second\_smallest=file\_sizes.pop(0)

merged\_size=first\_smallest+second\_smallest

total\_cost+=merged\_size

file\_sizes.append(merged\_size)

return total\_cost

if \_\_name\_\_=="\_\_main\_\_":

print("Enter the sizes of the files separated by spaces:")

sizes\_input=input()

file\_sizes=list(map(int, sizes\_input.split()))

total\_merge\_cost = merge\_files(file\_sizes)

print(f"The total cost of merging the files is: {total\_merge\_cost}")

**Output:-**
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**B) Coin change using the Greedy Algorithm.**

**Code:-**

def greedy\_coin\_change(amount, denominations):

denominations.sort(reverse=True)

coins\_used={}

for coin in denominations:

count=amount//coin

if count>0:

coins\_used[coin]=count

amount-=count\*coin

return coins\_used

if \_\_name\_\_=="\_\_main\_\_":

print("Enter the coin denominations separated by spaces:")

coins\_input=input()

coins=list(map(int, coins\_input.split()))

print("Enter the amount to change:")

amount=int(input())

coins\_used=greedy\_coin\_change(amount, coins)

total\_coins=sum(coins\_used.values())

print(f"The minimum number of coins needed:{total\_coins}")

print("Coins used:")

for coin, count in coins\_used.items():

print(f"{count} of {coin}-rupee")

**Output:-**
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**PRACTICAL NO.09**

**Aim:- Implement algorithms like merge sort using divide conquer.**

**Code:-**

def merge(left, right):

merged = []

i = j = 0

while i < len(left) and j < len(right):

if left[i] < right[j]:

merged.append(left[i])

i += 1

else:

merged.append(right[j])

j += 1

merged.extend(left[i:])

merged.extend(right[j:])

return merged

def merge\_sort(arr):

if len(arr) <= 1:

return arr

mid = len(arr) // 2

left\_half = merge\_sort(arr[:mid])

right\_half = merge\_sort(arr[mid:])

return merge(left\_half, right\_half)

if \_\_name\_\_ == "\_\_main\_\_":

user\_input = input("Enter numbers separated by commas: ")

array = list(map(int, user\_input.split(',')))

sorted\_array = merge\_sort(array)

print("Sorted array:", sorted\_array)

**Output:-**

![](data:image/png;base64,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)

**B) Implement Strassen’s Matrix Multiplication Algorithm using divide and conquer.**

**Code-**

import numpy as np

def strassen(A, B):

if A.shape[0] == 1:

return A \* B

n = A.shape[0]

mid = n // 2

A11=A[:mid, :mid]

A12=A[:mid, mid:]

A21=A[mid:, :mid]

A22=A[mid:, mid:]

B11=B[:mid, :mid]

B12=B[:mid, mid:]

B21=B[mid:, :mid]

B22=B[mid:, mid:]

P1 = strassen(A11, B12 - B22)

P2 = strassen(A11 + A12, B22)

P3 = strassen(A21 + A22, B11)

P4 = strassen(A22, B21 - B11)

P5 = strassen(A11 + A22, B11 + B22)

P6 = strassen(A12 - A22, B21 + B22)

P7 = strassen(A11 - A21, B11 + B12)

C11 = P5 + P4 - P2 + P6

C12 = P1 + P2

C21 = P3 + P4

C22 = P5 + P1 - P3 - P7

C = np.zeros((n, n), dtype=A.dtype)

C[:mid, :mid] = C11

C[:mid, mid:] = C12

C[mid:, :mid] = C21

C[mid:, mid:] = C22

return C

if \_\_name\_\_ == "\_\_main\_\_":

print("Author: Rajesh Yadav")

print("Enter matrix A (rows separated by semicolons, values separated by commas):")

A\_input = input()

A = np.array([list(map(int, row.split(','))) for row in A\_input.split(';')])

print("Enter matrix B (rows separated by semicolons, values separated by commas):")

B\_input = input()

B = np.array([list(map(int, row.split(','))) for row in B\_input.split(';')])

print("Original Matrix A:")

print(A)

print("Original Matrix B:")

print(B)

C = strassen(A, B)

print("Result of A \* B is:")

print(C)

**Output:-**
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**PRACTICAL NO.10**

**Aim:- Fibonacci Series using dynamic programming.**

**Code:-**

def fibonacci(n):

if n <= 0:

return 0

elif n == 1:

return 1

fib = [0] \* (n + 1)

fib[0], fib[1] = 0, 1

for i in range(2, n + 1):

fib[i] = fib[i - 1] + fib[i - 2]

return fib[n]

if \_\_name\_\_ == "\_\_main\_\_":

print("Author: Rajesh Yadav")

n = int(input("Enter the value of n to find the nth Fibonacci number: "))

print(f"The {n}th Fibonacci number is: {fibonacci(n)}")

**Output:-**
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